SOFTWARE PROJECT PLANNING

INTRODUCTION

Most articles and books about achieving success (in any endeavor) begin by describing the necessity to plan and to plan well. In rare cases, success can be achieved without planning, but planning reduces the risk of failure and increases the chances of success. Better yet, planning coupled with control (control from the point of view of project discipline, including measuring progress and taking corrective actions) brings more predictability to the probable outcome of an endeavor.

An often-asked question is, “Can I plan in my head or should planning be documented on paper?” Although planning is a necessity, documenting the plan (or planning on paper) is not always a necessity. For instance, for a small, short-duration endeavor, mental planning may be adequate (Figure 5.1).

Few of us actually omit planning. Usually, we conduct the planning — it’s just the degree of rigor with which we plan (including documenting the planning activities) that is open to discussion.
Planning on paper has advantages. A documented plan can:

- **Be reviewed by others** to see if any important aspect has been overlooked, thereby improving the plan (or self-reviewed “after the dust has settled”)
- **Act as a point of reference** for stakeholders concerned with or involved in the project
- **Facilitate control and performance evaluation** during execution
- **Facilitate validation of the planning parameters** by providing a baseline for comparison of the actual values generated during execution

Except for very small projects, written documentation of a plan is a good idea.

Once the decision has been made to document planning, the next question is usually, “What level of granularity should be used?” The granularity of planning (or the required detail) depends on:

- **Duration** of the endeavor
- **Number of resources** employed
- **Complexity** involved
- **Relationship** between the duration, number of resources, and complexity
- **Geography** of the project

Now consider some aspects of the duration of the endeavor, the number of resources employed, and the complexity involved in the project:

- The longer the **duration**, the greater the necessity for rigor. (If a project has no time constraints on completion, the level of rigor and granularity can be reduced. In the real world, however, it is **duration** that is often constrained, which increases the need for planning rigor.)
- As the **number of resources** employed in a project increases, the level of planning rigor increases.
• As complexity (of all varieties and above what is normal) for the team members increases, the greater is the need for greater planning rigor.
• Different combinations of duration, the number of resources employed, and complexity require different levels of rigor in planning.

Numerous other questions could be asked about project planning, but before proceeding with any further discussion on planning, let’s define planning.

**PLANNING DEFINED**

Planning is defined as the intelligent estimate of resources required to perform a predefined project successfully at a future date within a defined environment. This definition of planning contains several key terms:

- **Estimate** indicates that planning is preceding performance and that it is based on organizational norms (also known as organization baselines). Simply, an estimate is a prediction of the future.
- **Resources** are the four M’s of men (human resources, either male or female), materials, methods, and machines (equipment). Resources are always applied over a period of time (duration).
- **Project** indicates a specific scope of work that can be defined as a project (see Chapter 1).
- **At a future date** indicates that the dates for executing the project are in the future and are typically decided during the course of planning.
- **Within a defined environment** refers to the environment in which the work will be performed. The environment is either known or defined during the planning exercise. Any variation in the environment will have an effect on the plan. Environment may also refer to the technical environment, work logistics, workstation design, processes and methods of management, prevailing morale in the workplace, and the corporate culture to name a few.

The definition of planning also provides a framework for evaluating the process of planning.

In several aspects, the planning for software development projects is the same as the planning for many other types of projects. In software development planning, however, the planning process is tailored to suit the specific attributes of software development. So, what are the attributes that make software development projects unique?

- **Output is not physical**: The output from a software development project is not physical — in the sense that the primary deliverable is not an actual physical component. Functionality is the primary output of a software development project. (Physical and nonphysical resources are consumed, however, when a software product is created.)
• **Process inspection does not facilitate progress assessment:** In a manufacturing organization, the conversion of raw materials into work-in-progress and finally into finished goods is proof of progress. (Some say that progress may be assessed by the noise made by manufacturing equipment.) In a software development organization, however, visual inspection is not enough to ensure that work is being done and progress is being made. In a software project, *functional* software is the only true marker of progress.

• **Software engineering tools have limited predictability:** Although significant progress has been made in software engineering tools, these tools do not have nearly as much precision as engineering drawings and cannot produce the predictability that is seen in other engineering disciplines. Much of the energy expended in software development projects continues to be “sweat equity.”

• **Professional associations in the software development field lack practice and behavior standards:** Organizations such as the Institute of Electrical and Electronic Engineers (IEEE) have defined some standards, but these standards do not rise to the levels of specificity and granularity that are found in other engineering fields.

• **Productivity and quality are dependent on human beings:** Significant improvement has been made in software development; however, for productivity and quality, the processes used continue to be largely dependent on human beings. Tools are available to support development and testing, but to meet the standards found in other engineering disciplines these tools need to evolve further. The goal must be shifting the onus for productivity and quality from human beings to tools in the hands of humans.

Because software development continues to rely primarily on human endeavors, the rigor of planning needed becomes even more significant than that required for engineering projects (an environment in which tools provide a major impetus to the process). For example, in some engineering projects, a simple schedule based on PERT/CPM will suffice, whereas software development projects (especially large ones) require increased rigor and planning. The plans typically required for a software development project are now described in subsequent sections, but first, let’s review the general attributes of a software project:

• A project has a definite beginning and a definite end.

• The project deliverable is software and the related artifacts (e.g., documentation).
• The activities in a software project may include defining the user and software requirements, software design, software construction, software testing, acceptance testing, and software delivery, deployment, and handover.

Project selection, acquisition, and post-handover activities are not part of a software development project.

PLANS PREPARED IN SOFTWARE PROJECT MANAGEMENT

A common misunderstanding among members of the software development fraternity is that a schedule constitutes software project planning. This is categorically untrue. Software project planning goes far beyond scheduling. Several plans are typically prepared for a large software development project.

A project management plan. A PMP describes how a software project will be managed. In engineering projects, how a project will be managed is covered in the standard operating procedures/policies (or SOPs) of an organization’s production environment or production facility. SOPs work well for engineering projects because all projects are managed similarly. Therefore, a completely new management plan for every project may be unnecessary. The SOPs also ensure that how a project is to be managed is well understood. The software project developmental environment, however, is much more dynamic. In software projects, the developmental environment is completely different for almost every project, which necessitates the need to plan and document how each project will be managed. Information contained in a PMP includes:

• Project demographic information
• A software estimate (software size, effort, cost, and schedule)
• Milestones and delivery schedules
• Delivery acceptance criteria
• Human resources requirements and a projected timeframe for when they will be required
• Management methods (including but not limited to work allocation and management, information and source code management, quality control, communication management, etc.)
• Tools to be used for the project (development tools, testing configuration tools, and project management tools, etc.)

The elements of a software PMP template are shown in Figure 5.2. IEEE Standard 1058 provides details for a PMP and a suggested template for documenting a plan.
A configuration management plan. A CMP describes how code and noncode assets of a project will be managed. Information in a CMP includes:

- Naming conventions to be followed for project artifacts, including documents and code units of all types (including databases and tables); procedures for managing changes to configuration items
- Organization of project information to facilitate access by project teams when a reference is needed
- References to organizational standards and processes for use in the project
- Code and code library organization, check-in and check-out criteria, authorizations, and procedures for state changes of source code artifacts (from development to review/testing, to integration and delivery, etc.)

IEEE Standard 828 provides details of a CMP and a suggested CMP template.
A quality assurance plan. A QAP describes how a project will ensure that the deliverables meet the quality requirements for the project. Information in a QAP typically includes:

- Standards selected for use during the project (coding, design, and testing guidelines)
- Quality control activities proposed for the project (code walk-through, review of requirements and design, proposed tests including but not limited to unit testing, integration testing, functional testing, negative testing, end-to-end testing, system testing, and acceptance testing)
- Software metrics to be collected for the project and how they will be used
- Processes, procedures, and events that trigger the need for causal analysis, whether for failures, defects, or even successes
- Audits proposed for the project and who will perform them

IEEE Standard 730 gives details of preparing a QAP and a suggested QAP template.

A schedule. The schedule contains a work breakdown structure for the project, including the start and end dates and the resources required for each of the activities. The schedule document is used to plan and to monitor the progress of the project. Analysis techniques, such as the Critical Path Method and the Program Evaluation and Review Technique (often referred to collectively as PERT/CPM), are useful to evaluate task flows and relationships. The CPM is a step-by-step project management planning technique that identifies the tasks in a project that are on a critical path. Tasks (activities from the start milestone to the end milestone and in between) that are on a critical path are those tasks that are critical in meeting the project’s schedule and for the success of the project. The goal of identifying the critical tasks is to prevent time-related problems. Knowledge gained from the CPM is used to focus attention on the truly important tasks so that a project’s overall completion date is not impacted. (Note: Because the critical path shifts over time as project execution progresses, the critical path should be monitored so that events do not suddenly become overwhelming.) PERT/CPM can also be used to assist in resource allocation. Through the use of probability theory, PERT helps a project manager to understand and mitigate the uncertainty that is inherent in working out a schedule. Knowledge of PERT/CPM techniques is essential to arriving at a credible schedule for a project. (Many resources describing how to perform PERT and CPM analyses are available on the Internet.)

An induction training plan. Also known as an onboarding plan (as well as an initiation or assimilation plan, etc.), an induction training plan contains the training requirements for new team members who join the project. Explicitly
stated are the requirements for bringing a new team member up to par with other team members. Typically, the induction training plan focuses on processes and standards rather than on explicit technical requirements, which have a longer-term learning horizon). Topics also included are knowledge building about the project plans that are being leveraged on the project: the “how’s” of executing and controlling the project; the quality assurance activities; the mechanisms for communication and issue resolution; project-specific tool/development platform training, etc.

A build plan. The strategy for building the code is included in a build plan. This plan details the build period (ranging from continuous to daily or some other period) and how the build will be tested and validated. Also included is the number of planned builds for delivery of the product to the client.

A deployment plan. Contained in a deployment plan is a description of the target location of the project’s functionality, including deployment of the hardware, the system software, the middleware, and pilot runs.

A user training plan. A user training plan outlines the user training, the deployment strategy (classroom, online, etc.), and the duration and includes an anticipated schedule for the training.

A handover plan. Details included in a handover plan describe how the system will be handed over to the team that will operate the system. Also included in the plan are the handover timelines, the team or the person who will accept the application, the artifacts required at handover, acceptance test criteria, and any required signoffs.

A software maintenance plan. The mechanisms for identifying and prioritizing maintenance work requests, any required service levels for maintenance, and the support turnaround times necessary for maintaining the software are included in a software maintenance plan.

All of these plans may not be required as separate documents (depending on the methodology used, the content also may not be applicable). For instance, in a smaller project, the plans described above can easily be included in the PMP. In a medium-sized project, usually a PMP, CMP, QAP, and a schedule are prepared (any other plans are included in the PMP).

Next, how to carry out software project planning and the preparation of typical project planning deliverables are described in greater detail.
THE PROJECT MANAGEMENT PLAN

A PMP is the *top-level plan* that consolidates all of the relevant information about a project, from the purchase order to the initial estimates and requirements, into the plan. The PMP also incorporates the methods that will be used for managing the project, the project management tools to be used, the project milestones, the communication protocols, and the mechanisms for escalation and issue resolution.

Resources

A resource plan is typically a subsection of a PMP. Once a project has been estimated, a work schedule for execution of the project can be developed. The work schedule provides details of the resources required and the dates when the resources will be needed. Attributes that influence the human resources aspects of estimation include:

- **Skill sets required for the project:** The initial, required skill sets are derived from the technical specifications of the project. (Over the life of a project, innovation may alter the skill sets needed.)
- **Size of software to be developed:** The size of the software is estimated using accepted software size measures, such as Function Point Analysis, The Netherlands Software Metrics Association (NESMA) Function Point Analysis, or Software Size Units (SSU).
- **Amount of effort required to deliver the project:** Effort is directly estimated using estimation techniques, such as parametric estimation, task-based estimation, analogy, or Delphi estimation. Effort also can be derived from the estimated software size. (Remember from an earlier discussion that effort and duration are not the same.)
- **Duration that resources will be required on the project:** Duration is estimated by allocating the resources and assigning calendar dates to the activities that have to be performed to execute the project — a process called scheduling. (Scheduling will be covered in greater detail in Chapter 9.)
- **Likely dates for resources:** Based on estimated and compiled data, the dates on which the resources are likely to be needed by the project are derived. Estimates and schedules are fluid and can be adversely affected by events; therefore, monitoring is critical. A schedule is not a “fire and forget” task.

Skill Sets

Capers Jones, a leading authority in software estimating, has said that IT has more specialties than any other profession. In a large project, therefore, a wide range
of different skill sets may be needed. In addition to a project leader/SPM, several roles are typical:

- **Programmers**: to write the necessary programs
- **Database administrator/database specialists**: for data modeling and to design the database, to develop stored procedures (programs written at the database end for data handling), and then to offer assistance to programmers in the efficient development of data handling routines (DBAs can also carry out data migration or assist the team in data migration activity as applicable.)
- **Team leaders**: to lead and manage teams of programmers, testers, and DBAs on a day-to-day basis
- **Software testers/testing specialists**: to prepare test plans and test cases, carry out software testing, and guide the team to ensure that testing is properly carried out and all defects are uncovered and rectified
- **Language smiths**: to assist in troubleshooting programming issues (Language smiths, also known as lead programmers or expert programmers, are experts in the programming languages used on a project. Language smiths use their expertise to assist in troubleshooting programming issues and are often requested on an “as required” basis.)
- **Software (solution) architects**: for process modeling to develop application architecture and to integrate the developed solution
- **Business (systems) analysts**: to interact with the customer(s) to understand requirements and to translate those needs/requirements into a form which can be understood and used by the software developers to produce the solution that meets the client requirements (In some cases, business analysts also act as a proxy for the customer within the project team.)
- **Configuration controller**: to ensure that the artifacts (both information and software) are available to various team members and to ensure that deliveries to the customer contain the correct versions of all deliverables (also known as a configuration manager)
- **Process coordinator**: to ensure that the organization’s processes are implemented and that process-related information is made available on time to concerned functionaries of the organization

Other possible roles are process and product quality assurance analysts (PPQA), user interface designers (UI), usability testers, etc. The list could go on and on.

At times, some roles are handled on a part-time or as-needed basis. A project leader or project manager often takes on the roles of configuration controller, process coordinator, and software architect. Programmers may take on the role of
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Once the required skill sets and the duration for which they are required are identified, resource requests can be placed with the department that allocates human resources to projects.

**Computer Systems**

Depending on the nature of the project, a project team needs various hardware items for execution of a project execution. Typical hardware and system software requirements for a project include:

- Special computers (based on project needs)
- Personal computers (with appropriate terminal emulation software, if necessary, to connect to the development machine/server or appropriate system software, a development tool kit, and any other necessary tools)
- Networking hardware and software
- Connectivity to customer machines (if the project is to be executed from a remote location)
- Bandwidth (if communication with a remote customer or testing of a Web application is involved)
- Special software (databases, programming languages, testing tools, configuration management tools, documentation tools, team collaboration tools, etc.)

**Project Management Method**

A number of methods may be used to manage a project. *(Note: Methods are part of the Project Management Body of Knowledge that forms the basis of PMP® certification.)* Project management methods include work allocation, progress measurement and review, and communication.

*Work allocation.* In the work allocation method, work is allocated to the human resources to execute the *tasks*. Then progress reporting is done at the *task level*. Work allocation may use a variety of vehicles: an Excel sheet, Microsoft Project or Primavera scheduling tools, or PMPal, a work breakdown structure (WBS) collaboration tool. Work allocation may also be performed using a tool such as Microsoft Project Server, in a formal email, and by telephone or even in person. Reporting then leverages the same tool or method.

*Progress measurement and review.* In progress measurement and review, tools and methods are used to ensure that the status of a project is clearly understood. Progress measurement and review techniques include earned value analysis (EVA) and line of balance (LOB). A weekly status report is the most common...
progress reporting vehicle for projects. (Note: In agile projects, a daily stand-up meeting and monthly sprint reviews/planning sessions take the place of status reports.) In all cases, from EVA to stand-up meetings, the reporting process is used as a basis for progress review and for deciding on action points.

**Communication.** Meetings, emails, and telephone calls are the most frequently used mechanisms for communication within and outside a project team — albeit new tools, such as wikis, Twitter, and instant messaging, are in the process of supplementing email and telephone messaging systems due to their intimacy and immediacy. The communication plan in the PMP should cover several scenarios:

- Communicating within the project team
- Communicating work allocation and completion dates
- Progress reporting
- Communicating with the client
- Communicating with project support groups

Other considerations related to communication concern the environment and issue-resolution and escalation mechanisms:

- **Environment:** Ensure that the tools, techniques, hardware, system software, database, integrated (also interactive) development environment (IDE), testing tools, CM tools, and folder structures for artifacts in various states that are required for the project are clearly described.

- **Issue resolution:** Ensure that the process is described so that whenever there is ambiguity and clarifications are needed that an issue is raised and tracked to resolution. Description of the process must include the mechanism used to record all issues for the project, how the issue is communicated to the appropriate person, and how the issue is tracked to resolution. (Appendix E discusses issue-resolution mechanisms in greater detail.)

- **Escalation:** Ensure that the process to raise an issue to the next higher level is described. Include the levels to which an issue can be escalated, when to escalate an issue, and to whom the issue should be escalated.

Typically, issue-resolution and escalation mechanisms form part of a PMP.

**THE CONFIGURATION MANAGEMENT PLAN**

A software development project has several configurations:

**Development.** The development configuration is the arrangement of the hardware (the development machines: PCs, servers, and networks) and software
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(the development platform, including the programming language(s), database(s), IDE, and third-party software used in the project) to be used by the programmers for developing the software product. A development configuration plan typically has two distinct parts:

- **Code**: the source code being developed
- **Information/documentation**: information received from the client; developed for use in the project (requirement specifications, design, test plans, test cases, etc.); and generated by the project (test and review logs); all change requests

**Review/testing.** The review/testing configuration is the arrangement of the hardware and software to be used by the reviewers and testers. Generally, software does not change in the review/testing configuration. Programs enter the configuration and after testing:

- Are returned to the development configuration for rectification *or*
- Are promoted to the integration configuration for integration with other code units

Software is transient when in the review/testing configuration, i.e., the data portion of the development configuration is used for testing and to unearth any defects in the software.

**Integration (build).** The integration/build configuration is the arrangement of the hardware and software to be used by product integrators. Integration is the process that receives software components and integrates them into the build of the product. Software components enter this configuration only when they have been reviewed, tested, and all known defects have been satisfactorily rectified (or put on a backlog).

**Delivery.** The delivery configuration is the arrangement for delivery of the software components to the client. Typically the delivery configuration contains some combination of the following:

- The software build
- The source code components
- Third-party software
- Software libraries
- Artifacts received from client
- Images
- User documentation and training materials
- Installation guide, operations guide, and troubleshooting manual
The deployment configuration is the arrangement of the hardware and software components in the target system on which the developed software will be deployed and used. All required configurations are determined and then documented in configuration management planning. Because different configurations are needed at different levels of granularity at various times in a project, plans will be modified as needed. As the level of knowledge changes, definitions should be also augmented. (The necessity to modify plans and to update the project definitions is why a plan is said to be “a living and breathing document.”)

Daily configuration management activities generally revolve around two basic roles: moving components from one configuration to another and the processes required to ensure that the “right” versions of components (software and information artifacts) are assembled for delivery to the customer. Suggested template elements for a CMP are shown in Figure 5.3.

### Figure 5.3. Configuration management plan elements.

**Deployment (target/production)**. The deployment configuration is the arrangement of the hardware and software components in the target system on which the developed software will be deployed and used.
Obsolete artifacts. An important aspect of configuration management planning is the management of artifacts that are undergoing improvement and the management of obsolete artifacts that are created by every project. Obsolete artifacts are not destroyed — at least not until a project is complete. A mechanism is needed to ensure that concerned parties refer only to the appropriate set. (The word *appropriate* is used because at times previous baselines are needed as much as an unambiguous reference to the “current set.”) A simple approach to managing artifacts is to create three folders:

- **Current**: all relevant, active artifacts that are complete and which will be referred to when needed
- **Archives**: all previous versions of artifacts
- **In process**: all artifacts that are being developed/revised

Ensure that a version of an artifact is in *only one* of the folders. No artifact of the same version is to be duplicated (except as a project backup).

**Naming Conventions**

Naming conventions are typically part of a CMP or part of an organizational standard referred in a CMP or PMP. Why are naming conventions needed? Naming conventions:

- Prevent duplicate names or bring clarity when similar names are used
- Easily recognize the contents of the artifact
- Easily identify a group of artifacts (such as all artifacts related to a specific module)
- Achieve uniformity in the naming of artifacts across teams in the same project and across different projects within the organization

In programming, naming conventions allow one type of variable to be distinguished from another type of variable (e.g., programming variables and table fields).

One approach to naming conventions is to use prefixes to distinguish between the various categories. Several prefixes can be combined to provide a rich layering of meaning. Typical naming conventions include:

- Document names
- Program/subprogram names
- Screens, reports
- Numeric variables
- Alphanumeric variables
- Flags
- Counters
- Database table names
Change Management

Change is an inevitable occurrence in a software project (similar to death and taxes!). Identifying (or defining) the process required for change management typically occurs in a configuration management plan. (See Chapter 8 for more detailed information about change management.) Inclusion of the contents of the change management process in the CMP is not an absolute, but no matter where change management is documented, the contents of the process are important. Change management in software projects includes:

- **Receiving change requests**: designates a single point for receiving CRs (from all sources), for consolidating the CRs, and for maintaining a change register (also known as a change log).
- **Analyzing change requests**: specifies who is responsible for analyzing CRs (Analysis includes developing an understanding of the impact on schedule, effort, and cost.)
- **Establishing a change control board**: receives data from the CR analysis process and uses that data to make accept or reject decisions or to request more information about the CR. If the CR is accepted for implementation, the change control board:
  - Decides when to implement the CR (as and when received, in a later release, or to retrofit all CRs in the final release?)
  - Decides how to absorb the impact of the CR (internally or pass impact on to the customer?)
  - Obtains/accords approval for implementation of the CR
  - Implements the CR
  - Monitors quality control of CR implementation
  - Closes the CR
- **Reporting progress**: determines the mechanisms to be used to track all CRs received, to track all CRs to resolution, and to communicate the status of all CRs to all concerned parties on a periodic basis
- **Closing change requests**: closes CRs when no further attention is required (Authority for closing a CR rests with the change control board. When a CR is closed, the requesting party receives notification of the final disposition of the CR.)
THE QUALITY ASSURANCE PLAN

Quality assurance planning focuses on achieving the specified level of quality of the artifacts to be produced by a development team. A QAP usually contains:

- Standards to be used in the project:
  - Coding
  - Database design
  - GUI design
  - Test case design
  - Testing
  - Review
  - Organizational process reference
  - Other organization-specific standards

- Quality goals for the project:
  - Defect injection rate
  - Defect density
  - Productivity for the project’s artifacts
  - Schedule variances
  - Other project-specific quality goals

- Quality assurance and control activities to be implemented in the project:
  - Code walk-through
  - Peer review
  - Managerial review
  - Types of tests to be carried out during project execution (At a minimum, testing should include unit, integration, system, and acceptance testing.)

- Measures and the processes for measurement (Cover the defined quality levels, the periodicity of testing, and the reporting mechanisms.)

- Causal analysis (process and schedule) for positive and negative variances

- Schedules for proposed project audits:
  - Periodic conformance
  - Phase-end
  - Criteria for investigative audits
  - Delivery

- Process improvement activities (if any)

- Progress reporting mechanisms for the status of quality assurance activities implemented in the project (for all concerned parties)
A suggested template for a QAP is shown in Figure 5.4. As with all other plans, each section of a QAP must be evaluated for its pertinence to the project. For example, the section on standards could contain a reference to existing organizational standards. (Note: The authors are firm believers in doing what is needed — not just approaching project quality management and control as a rote checklist.)

### THE SCHEDULE PLAN

Scheduling planning is best achieved by using scheduling software (e.g., Microsoft Project or Primavera). All of the activities that are needed to execute a project are enumerated; their predecessor relationships are defined; the resources are allocated; and the dates are set for the activities. (Chapter 9 provides greater detail about scheduling a project.)

### THE INDUCTION TRAINING PLAN

An induction training plan (also known as an onboarding plan) describes how personnel are to be brought up to speed to ensure the highest level of efficiency for the project throughout its entire life cycle. An induction training plan contains the training topics, duration of training, and the possible faculty for each topic needed by the personnel before beginning to work on the project. The plan should
also include a waiver process for the personnel who do not require training due to previous training or their level of experience. Training topics may include:

- Project plans
- Team communication methods
- Quality assurance activities
- Issue-resolution mechanisms
- Escalation procedures
- Development platform
- Training methods
- Availability of self-study materials
- Waiver process

Suggested template elements for an induction training plan are shown in Figure 5.5.

**THE RISK MANAGEMENT PLAN**

A risk management plan describes how risks will be identified, prioritized, and managed across the life of the project. Having a risk management plan helps to ensure that risks do not disrupt progress if at all possible. The risk management plan may be included as a part of a PMP or developed and documented as a stand-alone plan. Typical risk management activities include:

- Risk identification
- Risk quantification
- Risk prioritization
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Figure 5.6. Risk management plan elements.

- Risk mitigation
- Risk monitoring and reporting

Suggested template elements for a risk management plan are illustrated in Figure 5.6.

THE BUILD PLAN

A build plan contains the strategy for building the software project’s code and details the build period (ranging from continuous to daily or to some other period) and how the build will be tested. Details of the build plan include when and how functionality will be delivered to the client. A typical build plan contains:

- The approach for integration (i.e., top-down or bottom-up)
- Roles and responsibilities for preparing the builds
- Configuration of the integration environment
- Quality assurance activities before accepting components into the build environment
- Quality assurance activities after integrating each component, after integrating each module, and at completion of the build

THE DEPLOYMENT PLAN

A deployment plan contains a description of the target location of the project’s functionality, including the deployment of hardware, system software, middleware, and pilot runs. A deployment plan typically contains:

- A schematic diagram of the deployment components, including hardware, software, networking, etc.
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- Floor plans for deployment of hardware and networking (if necessary)
- A bill of materials (lists all components being deployed along with the technical specifications of each of the components)
- Quality assurance activities planned for deployment
- Technical methods for deploying the configuration (if necessary)

Suggested template elements for a deployment plan are shown in Figure 5.7.

**THE USER TRAINING PLAN**

A user training plan describes how users of the system will be taught to use the functionality being delivered. A user training plan minimally contains:

- A delineation of the types of users to be trained and the topics for each type of user
- Details of each of the training topics
- Course material for each course (including, but not limited to, training slides, teaching notes, lesson plans, session breakdown, and participant handouts)
- A schedule of the courses to be conducted
- Details of the facilities needed for conducting the training
THE HANOVER PLAN

A handover plan describes how the functionality will be delivered to the client or support organization. A typical handover plan contains:

- A bill of materials (all components to be handed over to the client)
- The mode of handover/takeover
- The required sign-off details
- A schedule for the handover

THE SOFTWARE MAINTENANCE PLAN

A software maintenance plan is typically driven by contractual requirements. At a minimum, however, a software maintenance plan describes the activities, roles, and processes for the usual warranty period (sometimes, longer warranty periods may be requested; if so, a separate software maintenance project is usually spawned). A software maintenance plan may contain:

- The process for raising requests for software maintenance
- Formats and templates for raising software maintenance requests
- Service level agreements (including turnaround times for software maintenance requests)
- The procedure for classifying software maintenance requests and prioritizing them
- Issue-resolution mechanisms and escalation mechanisms during maintenance
- The environment for software maintenance

THE DOCUMENTATION PLAN

Documenting of software project plans differs significantly from standard business writing. Software project plans are documents that are used by many individuals as a reference for guiding human efforts and for incurring expenditures. Therefore, approach the writing of a software project plan document as if it were an engineering drawing. Attributes of an engineering drawing include:

- *Unambiguous representation:* The same inference would be drawn from the document irrespective of the person who is interpreting it.
- *One fact — one location:* A fact is presented at one and only one location and is never repeated. Presentation of information at multiple locations may cause conflict or create a maintenance nightmare.
• *Specific language:* No free-flowing language is used in writing project plans. Project plans are *not* literature.

Therefore, using the analogy of an engineering drawing, a project plan should:

• Adhere to the documentation guidelines of the organization
• Avoid duplication of information at multiple locations
• Avoid ambiguity

Keeping in mind that multiple individuals are likely to prepare plan documents, uniformity can be achieved in an organization through the use of templates and reviews. Every organization, therefore, should define its templates. One suggestion is to start by using templates from industry associations, standards organizations (e.g., IEEE), or a consulting group.

**ROLES IN PLANNING**

Collaboration between various groups within an organization is critical in achieving effective project planning. At least two entities in an organization impact project planning: the organization that provides the infrastructure and the individual who carries out the project planning.

**The Organization**

To plot a project’s future, an organization needs project planning. Therefore, to facilitate process planning, the organization provides an infrastructure that facilitates and enables effective project planning:

• Development, establishment, implementation, and continuous improvement of the project planning process in the organization (procedures, templates, formats, and quality assurance for plans)
• Implementation guidelines and standards (documentation guidelines, checklists for the preparation and review of plans, and estimation guidelines and productivity figures for various technologies used in the organization)
• Establishment of a PMO (or similar) that takes charge of all project plans and assists all concerned individuals in preparing project plans and that also acts a lightening rod to receive feedback and to ensure that feedback is analyzed, acted upon, and incorporated into processes, standards, and guidelines
• Arranging for peer and managerial reviews of all plans at the preparation stage and, upon completion of a project, conducting a variance analysis to capture the best and worst practices and to measure the efficacy of the project plans
• Development and population of a knowledge repository for project planning that acts as the corporate “memory” of past estimates and project plans (a repository) so information can be used as reference for project planning
• Providing structured training for planning projects
• Recognizing that project planning is a specialist activity and subjecting it to the rigors of process improvement
• Rewarding individuals who excel at project planning

The Software Project Manager

Individuals can “make or break” project planning. An individual who is vested with the responsibility of project planning should be a person who strives to excel at project planning. In addition to making the best use of the available infrastructure, an SPM who is well versed in project planning can achieve effective planning for the projects. A good project planner can add value to the organizational project planning process through:

• Diligently planning the project and preparing plan documents so that they adhere to organizational processes, standards, and guidelines
• Recognizing that project planning is important. It is not just preparing documents — it is planning the project. The documents are an offshoot of the planning process that are to be used for the purposes of review, improvement, and reference by all concerned groups in the organization
• Assisting the organization in developing, establishing, implementing, and continuously improving the project planning process
• Adhering to organizational processes, standards, and guidelines in “letter and spirit”
• Giving feedback to concerned parties
• Participating in process improvement activities wholeheartedly
• Carrying out the project planning activity to the best of one’s ability as diligently as possible

Individuals who are poorly suited for project planning usually whine about the planning process. They generally cause more effort to be spent on the process than needed. Vesting the exercise of project planning in an SPM or a team member who is unsuited for project planning is just one of many potential pitfalls in software project planning, the subject of the next section.
PITFALLS IN SOFTWARE PROJECT PLANNING

Briefly, some common pitfalls in project planning in organizations include:

**Preparing only documents.** As discussed earlier, creating documents is *not* the same as project planning. (*Remember:* Documentation is done to organize thoughts and information about a project’s plans and to *allow* information from the plans to be used as a reference for project stakeholders.) Many organizations, however, treat the project planning process as nothing more than the preparation of documents. Sometimes, with little or no thought, a past plan is converted to the plan for a new project. This lack of thought causes the focus on the planning aspects of a project to be reduced. Each aspect of a plan must be well considered and thought out *before* a plan is documented. The bottom line is that a plan must be implementable.

**Best practice:** Shift the focus from treating planning as documentation to using documentation as a tool to organize a project.

**Inadequate time for planning.** Often, when an organization is in a hurry to begin a project, the start of the project will be rushed and inadequate time will be allotted to planning. Planning, however, is a crucial activity. Failing to allow enough time to permit adequate planning causes the plans to be less likely to be effective. Execution is also more likely to require deviations from the plan and a greater frequency of midcourse corrections. An organization is well served to remember the wise counsel of Abraham Lincoln about felling a tree, which is quoted at the beginning of this chapter.

**Best practice:** Allow adequate time for planning activities — plan for planning.

**No training or the wrong training.** Project planning training for computer science students by educational institutions, if done at all, is rare. Even more unlikely is training for these students in the art and science of project planning. Therefore, when promoting or recruiting a programmer to become a project manager, training in the art and science of planning will be needed. (*Note:* Most individuals learn to use Microsoft Project from their peers or from senior members in the organization. Few are formally trained in Microsoft Project — and many of those confuse scheduling and planning. Individuals who do receive training in Microsoft Project rarely receive training about the theory and practice of PERT/CPM, the basis of actually using the tool. Not uncommon is seeing Microsoft Project plans with hanging nodes and no resource constraints. Needless to say, these schedules are obviously in error and not being used to their full value.)
Best practice: Provide formal training in PERT/CPM and other project management tools to individuals who are vested with the responsibility of planning.

Skipping reviews. Two types of reviews are essential for quality control: a peer review and a managerial review. A peer review is conducted by a person (or persons) who has similar experience in a similar role. A peer review looks very closely at the details, whereas a managerial review looks at the “big picture.” Both of these reviews have a significant value. Cutting either one short (but more frequently the peer review) would be compromising. Because planning is the initial stage of a project, errors that are undetected in the planning review process will likely have costly consequences for the project.

Best practice: Conduct peer and managerial reviews.

Lacking a PMO or having an ineffective PMO. Because a PMO is a cost center that needs costly senior and human resources, many organizations have a PMO in name only. In this scenario, the “non-PMO” is more project administration than project management. This type of PMO does not assist SPMs, but instead actually causes a greater expenditure of resources. By demanding all sorts of data and analyses, this type of PMO typically becomes a hindrance for SPMs. (Remember: The PMO should collect data from the SPMs to carry out analyses in the most nonintrusive manner possible. These analyses are then supplied to SPMs and senior management to facilitate the corrective actions needed to keep the project on course.)

Best practice: Establish a robust and effective PMO based on a well-defined and well-implemented process framework.

Lacking a knowledge repository or having a poorly organized knowledge repository. Many organizations fail to take the development and maintenance of a knowledge repository seriously. The knowledge repository becomes a “dumping ground” for records from completed projects. To have a proper knowledge repository, resources (hardware, software, and human resources) need to be dedicated to the vital activity of maintaining a knowledge repository. Not only does a well-structured knowledge repository assist in ensuring project success, but it also provides a springboard for taking an organization to the next higher level of increased effectiveness.

Best practice: Have a well-structured knowledge repository.
BEST PRACTICES IN SOFTWARE PROJECT PLANNING

In addition to the best practices already described, a few additional best practices include:

Process-driven planning. A process-driven planning approach facilitates uniformity among SPMs in the project planning community of an organization. By providing templates to ensure that no important aspect is forgotten or overlooked, process-driven planning also facilitates more comprehensive planning. Defining the process planning process and then subjecting it to continuous improvement will hone organizational project planning skills and progressively improve planning to a stage in which the variances between planned and actual achievements are narrowed down to a minimum.

**Best practice:** Have a process-driven planning approach.

Balanced planning. When planning each project, strike a balance between “what is needed” and “what is mandated.” Although having a PMP is a “bare minimum” planning requirement, a PMP will be inadequate for many projects. A better option (unless a project is very small) is to prepare a minimum of three plans: a PMP, a CMP, and a QAP. Include other pertinent aspects as needed in these three documents. Based on the complexity, duration, and the person-month effort required to execute the project, the preparation of more detailed (or additional) plans may be needed. For example, as additional human resources are employed, the complexity of management increases. Having three plans (a PMP, CMP, and QAP) may be adequate if the number of teams in a project is one (one team consists of six to ten people), but if the number of teams increases beyond one, the number and rigor of these plans must increase.

**Best practice:** Create a balanced set of plans based on the type of project, the effort required to execute the project, the expected duration, and the number of teams working on the project. Refer to the organizational norms for the recommended set of plan documents.

Norms for planning. For the estimation component of planning to be realistic, norms, especially for software estimation, resource estimation, and other software engineering activities, must be made available to project planners. Obviously these norms should form a part of the organization’s knowledge repository. Derivation of norms based on studies and periodic adjustment, taking into consideration actual achievements, goes a long way in ensuring effective planning.

**Best practice:** Use organizational norms from the knowledge repository for the estimation component of planning.
**Variance analysis.** Once a project is completed, an analysis of the variances from estimates to actual achievements needs to be carried out. A variance analysis includes comparing the original plan to the actual achievements, eliminating abnormal achievements with assignable causes that are specific to the project, drawing the correct inferences from the data, and updating the organizational norms. Subjecting a completed project to variance analysis and then adding updates to the knowledge repository ensure that the knowledge repository contains reliable and credible information. Although variance analysis is an important step in the postmortem process, in many organizations, conducting a variance analysis is more often an exception rather than the rule.

**Best practice:** Conduct a variance analysis during project postmortems and update the knowledge repository.
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